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**1. Введение.**

Целью данной лабораторной работы является ознакомление с разработкой статических библиотек для работы с векторами и матрицами. А также научиться работать шаблонами, которые позволяют написать реализацию сразу нескольких типов данных, что упрощает разработку, когда не надо для каждого типа писать отдельную реализацию.

**2. Постановка задачи.**

Написать классы для работы с векторами и матрицами, использовать шаблоны.

Вектора в математическом понимании: имеется набор значений из N мерного пространства, размерность задается как параметр.

Матрица должна быть наследником вектора.

Классы вектора и матрицы должны быть вынесены в статическую библиотеку.

Продемонстрировать их работу на примере (написать в main пример).

Должны быть:

конструкторы (по умолчанию, инициализатор, копирования), деструктор, доступ к защищенным полям;

перегруженные операции: +, -, \*, /, =, ==, [] потоковый ввод и вывод;

перегруженные операции +, -, \*, / должны быть реализованы для векторов (вектор +-\*/ вектор), матриц (матрица +-\* матрица), матрично-векторные (матрица \* вектор и наоборот)

**3. Руководство пользователя.**

Создание векторов. Для работы с векторами для начала надо уметь их создавать. Для этого в программе реализованы сразу 4 конструктора векторов: по умолчанию, 2 конструктора инициализации и конструктор копирования.

Для конструктора по умолчанию нужно лишь написать тип данных вектор, указать тип данных и написать имя вектора. Для первого конструктора инициализации надо внутри вектора написать его длину и тогда получится вектор введённой длины и проинициализированный нулями. Для второго конструктора инициализации надо внутри помимо длины написать элемент, которым заполнить все координаты вектора. Для конструктора копирования надо внутри ввести вектор, с которого скопируются длина и координаты.
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Рис 1. Примеры создания вектора в программе

После создания вектора его значения можно изменить при помощи вызова операции ввода («<<»). В таком случае программа будет запрашивать у пользователя значения координат вектора по порядку. (Рис. 2)
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Рис 2. Ввод значений вектора длины 4

Над векторами можно выполнять различные арифметические операции, такие как +, -, \*, /, =, ==, [], а также потоковый ввод и вывод. (Рис. 3)
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Рис 3. Введение значений векторов и примеры арифметических операций над ними.

Создание матриц. Для создания и работы с матрица есть 5 конструкторов: по умолчанию, 3 конструктора - инициализатора, копирования. Конструктор по умолчанию создает пустую матрицу. Первый конструктор инициализации получает одно значение типа int, которое обозначает количество строк. После этого создаётся матриц 1 на введённое значение. Второй конструктор инициализации получает два значения типа int, где первое обозначает количество строк(n), а другое количество символов(m). После этого создаётся размерами n на m. Третий конструктор инициализации получает два значения типа int и одно значение шаблонного типа. После этого создаётся размерами n на m, заполненная третьим значением. Конструктор копирования получает значения типа TMatrix и копирует его значения полностью.
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Рис 4. Примеры создания матрицы в программе.

После создания матрицы её значения можно изменить при помощи вызова операции ввода («<<»). В таком случае программа будет запрашивать у пользователя значения матрицы по порядку(слева направо, снизу вверх). (Рис. 5)
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Рис 5. Ввод значений в матрицу размеров 2 на 3

Над матрицами можно выполнять различные арифметические операции, такие как +, -, \*, /, =, ==, [], а также потоковый ввод и вывод. (Рис. 6)

![](data:image/png;base64,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)

Рис 6. Введение значений матриц и примеры арифметических операций над ними.

**4. Руководство программиста.**

***4.1 Описание структуры программы.***

**4.1.1 Класс TVector**

**1) Объявление шаблонного класса**

Объявляем класс векторов с полями «data» и «len». Поле «data» отвечает за хранение координат вектора, а «len» за хранение длины этого вектора.

Фрагмент кода 1:

template<class T>

class TVector {

protected:

T\* data;

int len;

public:

TVector();

TVector(int n);

TVector(int n, T v);

TVector(const TVector<T>& p);

~TVector();

int GetLen() const;

T& operator[](int i);

TVector<T>& operator = (const TVector<T>& p);

TVector<T> operator + (const TVector<T>& p);

TVector<T> operator - (const TVector<T>& p);

TVector<T> operator / (const TVector<T>& p);

T operator\*(const TVector<T>& v);

TVector<T> operator \* (const T n);

bool operator == (const TVector<T>& p);

friend ostream& operator<<(ostream& ostr, TVector<T>& p)

{

for (int i = 0; i < p.GetLen(); i++)

ostr << " " << p[i] ;

if (int j = 0 <= p.GetLen()) {

cout << "\n";

j++;

}

else

{

cout << "\t ";

++j;

}

return ostr;

}

friend istream& operator>>(istream& t, TVector<T>& v)

{

if (v.GetLen() == 0)

throw "length must be > 0";

for (int i = 0; i < v.GetLen(); i++) {

cout << "[" << i << "]: ";

t >> v[i];

}

return t;

}

};

**2) Реализация конструктора и деструктора**

В реализации имеется 4 конструктора: по умолчанию, 2 конструктора инициализации и конструктор копирования, а также деструктор.

Фрагмент кода 2:

template<class T>

inline TVector<T>::TVector()

{

len = 0;

data = nullptr;

}

template<class T>

inline TVector<T>::TVector(int n, T v)

{

if (n > 0)

{

data = new T[n];

len = n;

for (int i = 0; i < n; i++)

data[i] = v;

}

else

{

cout << "length <= 0"<< endl;

}

}

template<class T>

inline TVector<T>::TVector(int n)

{

data = new T[n];

len = n;

for (int i = 0; i < n; i++)

data[i] = 0;

}

template<class T>

inline TVector<T>::TVector(const TVector<T>& p)

{

data = new T[p.len];

len = p.len;

for (int i = 0; i < p.len; i++)

data[i] = p.data[i];

}

template<class T>

inline TVector<T>::~TVector()

{

if (data != nullptr)

{

delete[] data;

data = nullptr;

}

}

**3) Реализация методов и операторов**

Фрагмент кода 3:

template<class T>

inline int TVector<T>::GetLen() const

{

return len;

}

template<class T>

inline T& TVector<T>::operator[](int i)

{

if (i >= 0 && i < len)

{

return data[i];

}

else

{

cout << "out of range";

}

}

template<class T>

inline TVector<T>& TVector<T>::operator=(const TVector<T>& p)

{

if (data != nullptr)

{

delete[] data;

data = nullptr;

}

data = new T[p.len];

len = p.len;

for (int i = 0; i < p.len; i++)

data[i] = p.data[i];

return \*this;

}

template<class T>

inline TVector<T> TVector<T>::operator+(const TVector<T>& p)

{

if (this->len != p.len) {

cout << "sizes don't match" << endl;

}

else {

TVector<T> res(\*this);

for (int q = 0; q < len; q++)

{

res.data[q] = (this->data[q]) + p.data[q];

}

return res;

}

}

template<class T>

inline TVector<T> TVector<T>::operator-(const TVector<T>& p)

{

if (this->len != p.len) {

cout << "sizes don't match" << endl;

}

else {

TVector<T> res(\*this);

for (int q = 0; q < len; q++)

{

res.data[q] = (this->data[q]) - p.data[q];

}

return res;

}

}

template<class T>

inline TVector<T> TVector<T>::operator/(const TVector<T>& p)

{

if (this->len != p.len) {

cout << "sizes don't match" << endl;

}

else {

TVector<T> res(\*this);

for (int q = 0; q < len; q++)

{

res.data[q] = (this->data[q]) / p.data[q];

}

return res;

}

}

template<class T>

inline T TVector<T>::operator\*(const TVector<T>& v)

{

if (len != v.GetLen()) {

cout << "different sizes";

}

T res = 0;

for (int i = 0; i < len; i++) {

res += (this->data[i]) \* v.data[i];

}

return res;

}

template<class T>

inline TVector<T> TVector<T>::operator\*(const T n)

{

TVector<T> res(len);

for (int i = 0; i < len; i++)

res[i] = data[i] \* n;

return res;

}

template<class T>

inline bool TVector<T>::operator==(const TVector<T>& p)

{

if (len != p.len)

return false;

for (int i = 0; i < len; i++)

if (data[i] != p.data[i])

return false;

return true;

}

**4.1.2 Класс TMatrix**

**1) Объявление шаблонного класса**

Объявляем класс матриц. Он является наследником класса векторов. Так как он наследник класса векторов, то в него передадутся поля из класса векторов. Объявляем поле «len1», которое хранит количество строк.

Фрагмент кода 4:

template<class T>

class TMatrix : public TVector<TVector<T>>

{

protected:

int len1;

public:

TMatrix();

TMatrix(int n1);

TMatrix(int n1, int n2);

TMatrix(int n1, int n2, T v);

TMatrix(const TMatrix<T>& m);

~TMatrix();

int GetLen1() const;

TMatrix<T>& operator = (const TMatrix<T>& m);

bool operator == (const TMatrix<T>& m);

TMatrix<T> operator + (const TMatrix<T>& m);

TMatrix<T> operator - (const TMatrix<T>& m);

TMatrix<T> operator \* (const TMatrix<T>& p);

TMatrix<T> operator \* (const T c);

};

**2) Реализация конструктора и деструктора**

В реализации имеется 5 конструктора: по умолчанию, 3 конструктора инициализации и конструктор копирования, а также деструктор.

Фрагмент код 5:

template<class T>

inline TMatrix<T>::TMatrix() : TVector<TVector<T>>::TVector()

{

this ->len = 0;

this-> len1 = 0;

this-> data = 0;

}

template<class T>

inline TMatrix<T>::TMatrix(int n1) : TVector<TVector<T>>::TVector(n1)

{

len1 = 1;

for (int i = 0; i < n1; i++)

{

this->data[i] = 1;

for (int j = 0; j < 1; j++) {

data[i][j] = 0;

}

}

}

template<class T>

inline TMatrix<T>::TMatrix(int n1, int n2) : TVector<TVector<T>>::TVector(n1)

{

len1 = n2;

for (int i = 0; i < n1; i++)

{

this->data[i] = n2;

for (int j = 0; j < n2; j++) {

data[i][j] = 0;

}

}

}

template<class T>

inline TMatrix<T>::TMatrix(int n1, int n2, T v) : TVector<TVector<T>>::TVector(n1)

{

len1 = n2;

for (int i = 0; i < n1; i++)

{

this->data[i] = n2;

for (int j = 0; j < n2; j++) {

data[i][j] = v;

}

}

}

template<class T>

inline TMatrix<T>::TMatrix(const TMatrix<T>& m)

{

len1 = m.len1;

this->len = m.len;

this->data = new TVector<T>[len1];

for (int i = 0; i < len1; i++)

this->data[i] = TVector<T>(this->len);

this->len = m.len;

for (int i = 0; i < m.len1; i++)

for (int j = 0; j < m.len; j++)

this->data[i][j] = m.data[i][j];

}

template<class T>

inline TMatrix<T>::~TMatrix()

{

if (data != nullptr)

{

delete[] data;

data = nullptr;

}

}

**3) Реализация методов и операторов**

Фрагмент кода 6:

template<class T>

inline int TMatrix<T>::GetLen1() const

{

return len1;

}

template<class T>

inline TMatrix<T>& TMatrix<T>::operator=(const TMatrix<T>& m)

{

if (this == &m) return \*this;

if (this->len != m.len || len1 != m.len1) {

cout << "sizes don't match" << endl;}

for (int i = 0; i < len1; i++)

for (int j = 0; j < this->len; j++)

data[i][j] = m.data[i][j];

return \*this;

}

template<class T>

inline bool TMatrix<T>::operator==(const TMatrix<T>& m)

{

if (this->len != m.len || len1 != m.len1) return false;

for (int i = 0; i < len1; i++)

{

for (int j = 0; j < len; j++)

if (data[i][j] != m.data[i][j]) return false;

}

return true;

}

template<class T>

inline TMatrix<T> TMatrix<T>::operator+(const TMatrix& m)

{

if (this->len != m.len || len1 != m.len1) {

cout << "sizes don't match" << endl;

}

TMatrix res(\*this);

for (int i = 0; i < len1; i++)

for (int j = 0; j < this->len; j++)

res.data[i][j] = this->data[i][j] + m.data[i][j];

return res;

}

template<class T>

inline TMatrix<T> TMatrix<T>::operator-(const TMatrix& m)

{

if (this->len != m.len || len1 != m.len1) {

cout << "sizes don't match" << endl;

}

TMatrix res(\*this);

for (int i = 0; i < len1; i++)

for (int j = 0; j < this->len; j++)

res.data[i][j] = this->data[i][j] - m.data[i][j];

return res;

}

template<class T>

inline TMatrix<T> TMatrix<T>::operator\*(const TMatrix<T>& p)

{

TMatrix<T> res(p.len, len1, 0);

for (int i = 0; i < len1; i++)

{

for (int j = 0; j < p.len; j++)

{

res[i][j] = 0;

for (int l = 0; l < this->len; l++)

res[i][j] += this->data[i][l] \* p.data[l][j];

}

}

return res;

}

template <class T>

TMatrix<T> TMatrix<T>::operator\*(const T a)

{

TMatrix<T> res(\*this);

for (int i = 0; i < len1; i++) {

res[i] = res[i] \* a;

}

return res;

}

***4.2 Описание структуры данных***

**1) TVector**

TVector имеет два модификатора доступа: «public» и «protected». В public находятся все конструкторы, деструкторы, методы и операции. В protected находятся защищённые поля «data» и «len». «Data» является массивом, в котором хранятся значение координат вектора. «Len» имеет тип данных int и хранит в себе длину вектора.

TVector является шаблонным классом, что означает, что класс может работать с разными типами данных.

**2) TMatrix**

Класс TMatrix является наследником класса TVector с ключом доступа «public», что означает, что в TMatrix перешли все поля и методы из TVector. В «TMatrix» было объявлено новое поле «len1», которое имеет тип данных int и хранит в себе количество строк.

***4.3 Описание алгоритмов***

TVector. Для операций векторов +, -, / есть операция вычисления вектора c, все элементы которого равны попарной сумме, разности или делению соответствующих элементов векторов a и b, то есть каждый элемент вектора c равен:, где это +, -, /.

Умножение векторов в данной программе является скалярным произведением:

TMatrix. Так же, как и у векторов складываются соответствующие значения, но у матрицы помимо номера элемента, есть ещё номер строки, в которой он находится, то есть каждый элемент вектора c равен:, где это +, -, /.

Произведением двух матриц А и В называется матрица С, элемент которой, находящийся на пересечении i-й строки и j-го столбца, равен сумме произведений элементов i-й строки матрицы А на соответствующие (по порядку) элементы j-го столбца матрицы В. Из этого определения следует формула элемента матрицы C:

сij = ai1b1j + ai1b1j + … + aipbpj

**5. Эксперименты.**

***5.1 Сравнение времени операции сложения с матрицами.***

Для измерения времени будем использовать библиотек «time.h»

Пример измерения времени.

Фрагмент кода 7:

clock\_t t1 = clock();

TMatrix<double> A(1000, 1000, 1);

TMatrix<double> B(1000, 1000, 2);

TMatrix<double> C(1000, 1000);

C = A + B;

clock\_t t2 = clock();

cout << "seconds = " << (double)(t2 - t1) / CLOCKS\_PER\_SEC << endl;

Проведём первый замер суммы для матрицы 1000 x 1000. Получили время 0.025 м/с. Сложность алгоритма сложения o(n^2). Проведём замер для матрицы 10000 х 10000. Значит замер времени должен отличаться в 100 раз. Получили время 2.535 м/с. И так же проверим для матрицы 12000 х 12000. Время на ней должно отличаться примерно на 1.44 от времени матрицы 10000 х 10000. Время матрицы 12000 х 12000 равно 3.405.

|  |  |  |
| --- | --- | --- |
| Размерность | Время теоретическое | Время практическое |
| 1000 x 1000 | 0.025 | 0.025 |
| 10000 x 10000 | 2.5 | 2.535 |
| 12000 x 12000 | 3.6 | 3.405 |

Теоретическое время приблизительно совпадает с практическим.

***5.2 Сравнение времени операции сложения с матрицами.***

Сложность алгоритма сложения o(n^3). Проведём первый замер суммы для матрицы 100 x 100. Получили время 0.004 м/с. Проведём замер для матрицы 1000 х 1000. Время должен отличаться в 1000 раз. Получили время 4.355 м/с.

|  |  |  |
| --- | --- | --- |
| Размерность | Время теоретическое | Время практическое |
| 100 x 100 | 0.004 | 0.004 |
| 1000 x 1000 | 4 | 4.355 |

**6. Заключение.**

В ходя данной лабораторной работы мы написали классы для работы с векторами и матрицами, а также использовали внутри них шаблоны, которые позволяют работать им с различными типами данных.
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**8. Приложения.**

***8.1. Приложение 1***.

#pragma once

#include <iostream>

using namespace std;

template<class T>

class TVector

{

protected:

T\* data;

int len;

public:

TVector();

TVector(int n, T v);

TVector(int n);

TVector(const TVector<T>& p);

~TVector();

int GetLen() const;

T& operator[](int i);

TVector<T>& operator = (const TVector<T>& p);

TVector<T> operator + (const TVector<T>& p);

TVector<T> operator - (const TVector<T>& p);

TVector<T> operator / (const TVector<T>& p);

T operator\*(const TVector<T>& v);

TVector<T> operator \* (const T n);

bool operator == (const TVector<T>& p);

friend ostream& operator<<(ostream& ostr, TVector<T>& p)

{

for (int i = 0; i < p.GetLen(); i++)

ostr << " " << p[i] ;

if (int j = 0 <= p.GetLen()) {

cout << "\n";

j++;

}

else

{

cout << "\t ";

++j;

}

return ostr;

}

friend istream& operator>>(istream& t, TVector<T>& v)

{

if (v.GetLen() == 0)

throw "length must be > 0";

for (int i = 0; i < v.GetLen(); i++) {

cout << "[" << i << "]: ";

t >> v[i];

}

return t;

}

};

template<class T>

inline TVector<T>::TVector()

{

len = 0;

data = nullptr;

}

template<class T>

inline TVector<T>::TVector(int n, T v)

{

if (n > 0)

{

data = new T[n];

len = n;

for (int i = 0; i < n; i++)

data[i] = v;

}

else

{

cout << "length <= 0"<< endl;

}

}

template<class T>

inline TVector<T>::TVector(int n)

{

data = new T[n];

len = n;

for (int i = 0; i < n; i++)

data[i] = 0;

}

template<class T>

inline TVector<T>::TVector(const TVector<T>& p)

{

data = new T[p.len];

len = p.len;

for (int i = 0; i < p.len; i++)

data[i] = p.data[i];

}

template<class T>

inline TVector<T>::~TVector()

{

if (data != nullptr)

{

delete[] data;

data = nullptr;

}

}

template<class T>

inline int TVector<T>::GetLen() const

{

return len;

}

template<class T>

inline T& TVector<T>::operator[](int i)

{

return data[i];

}

template<class T>

inline TVector<T>& TVector<T>::operator=(const TVector<T>& p)

{

if (data != nullptr)

{

delete[] data;

data = nullptr;

}

data = new T[p.len];

len = p.len;

for (int i = 0; i < p.len; i++)

data[i] = p.data[i];

return \*this;

}

template<class T>

inline TVector<T> TVector<T>::operator+(const TVector<T>& p)

{

if (this->len != p.len) {

cout << "sizes don't match" << endl;

}

else {

TVector<T> res(\*this);

for (int q = 0; q < len; q++)

{

res.data[q] = (this->data[q]) + p.data[q];

}

return res;

}

}

template<class T>

inline TVector<T> TVector<T>::operator-(const TVector<T>& p)

{

if (this->len != p.len) {

cout << "sizes don't match" << endl;

}

else {

TVector<T> res(\*this);

for (int q = 0; q < len; q++)

{

res.data[q] = (this->data[q]) - p.data[q];

}

return res;

}

}

template<class T>

inline TVector<T> TVector<T>::operator/(const TVector<T>& p)

{

if (this->len != p.len) {

cout << "sizes don't match" << endl;

}

else {

TVector<T> res(\*this);

for (int q = 0; q < len; q++)

{

res.data[q] = (this->data[q]) / p.data[q];

}

return res;

}

}

template<class T>

inline T TVector<T>::operator\*(const TVector<T>& v)

{

if (len != v.GetLen()) {

cout << "different sizes";

}

T res = 0;

for (int i = 0; i < len; i++) {

res += (this->data[i]) \* v.data[i];

}

return res;

}

template<class T>

inline TVector<T> TVector<T>::operator\*(const T n)

{

TVector<T> res(len);

for (int i = 0; i < len; i++)

res[i] = data[i] \* n;

return res;

}

template<class T>

inline bool TVector<T>::operator==(const TVector<T>& p)

{

if (len != p.len)

return false;

for (int i = 0; i < len; i++)

if (data[i] != p.data[i])

return false;

return true;

}

***8.2. Приложение 2***.

#pragma once

#include "Vector.h"

template<class T>

class TMatrix : public TVector<TVector<T>>

{

protected:

int len1;

public:

TMatrix();

TMatrix(int n1);

TMatrix(int n1, int n2);

TMatrix(int n1, int n2, T v);

TMatrix(const TMatrix<T>& m);

~TMatrix();

int GetLen1() const;

TMatrix<T>& operator = (const TMatrix<T>& m);

bool operator == (const TMatrix<T>& m);

TMatrix<T> operator + (const TMatrix<T>& m);

TMatrix<T> operator - (const TMatrix<T>& m);

TMatrix<T> operator \* (const TMatrix<T>& p);

TMatrix<T> operator \* (const T c);

//TMatrix<T> operator \* (const TVector<T>& v);

};

template<class T>

inline TMatrix<T>::TMatrix() : TVector<TVector<T>>::TVector()

{

this ->len = 0;

this-> len1 = 0;

this-> data = 0;

}

template<class T>

inline TMatrix<T>::TMatrix(int n1) : TVector<TVector<T>>::TVector(n1)

{

len1 = 1;

for (int i = 0; i < n1; i++)

{

this->data[i] = 1;

for (int j = 0; j < 1; j++) {

data[i][j] = 0;

}

}

}

template<class T>

inline TMatrix<T>::TMatrix(int n1, int n2) : TVector<TVector<T>>::TVector(n1)

{

len1 = n2;

for (int i = 0; i < n1; i++)

{

this->data[i] = n2;

for (int j = 0; j < n2; j++) {

data[i][j] = 0;

}

}

}

template<class T>

inline TMatrix<T>::TMatrix(int n1, int n2, T v) : TVector<TVector<T>>::TVector(n1)

{

len1 = n2;

for (int i = 0; i < n1; i++)

{

this->data[i] = n2;

for (int j = 0; j < n2; j++) {

data[i][j] = v;

}

}

}

template<class T>

inline TMatrix<T>::TMatrix(const TMatrix<T>& m)

{

len1 = m.len1;

this->len = m.len;

this->data = new TVector<T>[len1];

for (int i = 0; i < len1; i++)

this->data[i] = TVector<T>(this->len);

this->len = m.len;

for (int i = 0; i < m.len1; i++)

for (int j = 0; j < m.len; j++)

this->data[i][j] = m.data[i][j];

}

template<class T>

inline TMatrix<T>::~TMatrix()

{

if (data != nullptr)

{

delete[] data;

data = nullptr;

}

}

template<class T>

inline int TMatrix<T>::GetLen1() const

{

return len1;

}

template<class T>

inline TMatrix<T>& TMatrix<T>::operator=(const TMatrix<T>& m)

{

if (this == &m) return \*this;

if (this->len != m.len || len1 != m.len1) {

cout << "sizes don't match" << endl;}

for (int i = 0; i < len1; i++)

for (int j = 0; j < this->len; j++)

data[i][j] = m.data[i][j];

return \*this;

}

template<class T>

inline bool TMatrix<T>::operator==(const TMatrix<T>& m)

{

if (this->len != m.len || len1 != m.len1) return false;

for (int i = 0; i < len1; i++)

{

for (int j = 0; j < len; j++)

if (data[i][j] != m.data[i][j]) return false;

}

return true;

}

template<class T>

inline TMatrix<T> TMatrix<T>::operator+(const TMatrix& m)

{

if (this->len != m.len || len1 != m.len1) {

cout << "sizes don't match" << endl;

}

TMatrix res(\*this);

for (int i = 0; i < len1; i++)

for (int j = 0; j < this->len; j++)

res.data[i][j] = this->data[i][j] + m.data[i][j];

return res;

}

template<class T>

inline TMatrix<T> TMatrix<T>::operator-(const TMatrix& m)

{

if (this->len != m.len || len1 != m.len1) {

cout << "sizes don't match" << endl;

}

TMatrix res(\*this);

for (int i = 0; i < len1; i++)

for (int j = 0; j < this->len; j++)

res.data[i][j] = this->data[i][j] - m.data[i][j];

return res;

}

template<class T>

inline TMatrix<T> TMatrix<T>::operator\*(const TMatrix<T>& p)

{

TMatrix<T> res(p.len, len1, 0);

for (int i = 0; i < len1; i++)

{

for (int j = 0; j < p.len; j++)

{

res[i][j] = 0;

for (int l = 0; l < this->len; l++)

res[i][j] += this->data[i][l] \* p.data[l][j];

}

}

return res;

}

template <class T>

TMatrix<T> TMatrix<T>::operator\*(const T a)

{

TMatrix<T> res(\*this);

for (int i = 0; i < len1; i++) {

res[i] = res[i] \* a;

}

return res;

}

/\*template<class T>

TMatrix<T> TMatrix<T>::operator\*(const TVector<T>& v)

{

TVector<T> temp(v);

if ((this->len) != temp.GetLen()) throw "problem";

TMatrix<T> res(1, len1, 0);

for (int i = 0; i < len1; i++)

{

for (int j = 0; j < 1; j++)

{

res[i][j] = 0;

for (int x = 0; x < this->len; x++)

res[i][j] += this->data[i][x] \* temp[x];

}

}

return res;

}\*/